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# Summary

Our language is called TempName and the file extension is .tmp. All .tmp files are compiled into an iloc program. Those iloc programs are runnable using the iloc simulator.

The TempName language supports variables of the following data types: Char, Integer, Bool and String. Besides variables constant values of those types are also supported.

Various operations can be done on variables and constants: Add, subtract, divide, modulo, print, read and the negation operation. Table \ref shows what operations are applicable to what type.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Type\Operation** | + | - | / | \* | % | ! | and,or | <>, == | <, >, <=, >= | read | print |
| Bool | *n* | *n* | *n* | *n* | *n* | *y* | *y* | *y* | *n* | *y* | *y* |
| Char | *y\** | *n* | *n* | *n* | *n* | *n* | *n* | *y* | *n* | *y* | *y* |
| String | *y\** | *n* | *n* | *n* | *n* | *n* | *n* | *n* | *n* | *n* | *y* |
| Integer | *y* | *y* | *y* | *y* | *y* | *n* | *n* | *y* | *y* | *y* | *y* |

\* as a concat after a String (first argument must be a String).

Every statement is considered an expression with a return type. If the return type is void there is no return value, otherwise there exists a return value. Only multi statement prints, multi statement reads, declarations and while loops are voids.

Expression blocks are surrounded by brackets and return the type and value of the last expression in the block. Every block is a contained scope, closing a scope makes all variables declared in that block inaccessible.

Parentheses can be used to adjust the priority in which expressions are evaluated. The default priority can be found in table \ref.

|  |  |
| --- | --- |
| Priority | Operators |
| 1 | (unary) -, ! |
| 2 | \*, /, % |
| 3 | +,- |
| 4 | <, <=, >=, >, ==, <> |
| 5 | and |
| 6 | or |

# Problems and Solutions

During the implementation of the program we encountered several problems. The major problems and their solutions will be discussed here.

## ConcurrentModificationException in the memorymanager

While testing programs that declared a string variable and assigned it a value in the same line the MemoryManager started throwing ConcurrentModificationException. This was rather strange as we did not implement any concurrency into the MemoryManager.

Eventually we figured out that while iterating over an ArrayList we both removed an item and started a new iteration to add a new item without breaking the first iteration. Adding a break statement to the first iteration before adding the new element solved the problem. See below for a pseudocode example of the error generating implementation.

For(int i: ints){

if(i = condition){

Remove i;

for(int j: ints){

if(j condition){

Add some int;

}

}

}

}

## Character and String prints

We decided to use the standard iloc OpCode.cout for printing our characters and strings on the standard output. However instead of printing characters/strings correctly, the ASCII value of the various characters was printed. We initially solved this solution by editing the iloc library files, but after a discussion with Arend Rensink we decided to update iloc to the newest version instead.

## String inputs

Because we allocate memory during code generation we were unable to deal with the variable length of strings inserted during runtime, because we were unable to guess how much memory should be allocated. We considered using a fixed length for these kinds of string but decided against it as the “overflow length” at the end of a fixed length string would contain a bunch of nonsense.

Another solution we considered were giving the user the option to define the length of such an input string. At the same time, we considered changing our memory allocation, using a pointer register in iloc. However, there was simply not enough time to implement those two solutions.

# Detailed Language Description

The default expressions used to do integer arithmetic are the same as the java and c languages, because of this similarity we have decided not to elaborate as much on those kinds of expressions.

## Program

A program written in the TempName language should always be saved as .tmp file. A program should always consist of a Start statement followed by a expression. Usually this expression is an blockexpression, see the relevant section for more information.

An example program could look like this

Start print(1)

This program would print the integer 1 on the standard output. Comments should be surrounded by #.

#This is a comment#

Whitespace and comments are disregarded by the parser and can be used as the user sees fit.

### Code generation

A OpCode.nop is generated with the label “program”.

The code that is generated by the expressions follows this label directly.

## Block expression

A block expression is a list of expressions which are executed in order. A block statement is always surrounded by brackets. Every expression in a block statement should be followed by a semicolon. Below is an example program using a block expression. This program prints the integers 1 and 2 on separate lines in the standard output.

Start {

print(1);

print(2);

}

### Code generation

The code for a block statement is simply the code for all its members concatenated together. The various expressions are not separated by any labels or other barriers.

At the end of the block statement however there is some additional code for the return value of the entire block. As said before the return value of the entire block is the return value of the last expression in the block. Do note that this value is returned whether it is used or not, this results in some “useless” code at the end of every program using blockstatements.

## Declaration Expression and Assignment Expression

Variables have to be declared before they can be assigned a value. To do so a declaration expression can be used. There are two different declarations in the following block expression.

{

Integer i := 0;

Integer j;

}

A variable can be declared without assigning a value and it can be declared while assigning a value. If you decide to directly assign a value the type of the value should be equal to the type of the variable that is declared.

## Declarations follow this schema:

<Type> <ID> (:= <Expression>)?

Declarations have the return type void this means they cannot be used in combination with other expressions. Because of this the example below will not compile!

Integer a := 1 + Integer b:= 8;

Assignment expressions assign a different value to an already declared variable. Assignment operations on variables that are not yet in scope will generate compilation errors. Since assignments return the value that is assigned they can be chained together. See the example program below which will print the value 4 twice.

Start{

Integer i := 1;

Integer j := 2;

i := j := 3 + i;

print(i,j);

}

It is important to note that variable identifiers are case sensitive and should always start with a letter.

## Assignments follow this schema:

<ID> := <Expression>

### Code generation

A declaration without assignment does not generate any iloc code. It simply reserves a memory address for future use. However if there is a value to be assigned there will be iloc code that loads the value into a register and then stores the value at the correct offset in memory. There are of course small differences in assigning the value of another variable and assigning a constant value. In the former case the value has to be loaded from memory and in the later it has to be stored directly into memory.

If we assign a value to a string it will read and store every character one by one. This can result in an (almost) excessive amount of loads and stores close to each other.

An assignment expression generates the exact same iloc code.

## If Then Else Expression

An if then else expression works very similar to other languages, except for the fact that it is regarded as an expression and not as a statement. Because of both the Then block and the Else block should have the same type. The if block should be of the type Bool as this is the condition. With this in mind a program with an If Then Else could look like this:

Start{

Integer i;

Integer j;

read(j);

If j > 5 then {

i := 5;

}else{

i := j;

};

}

Important to note is that both assignments have the type integer. This means that the return type of the if then else expression is integer as well. Secondly the else block is optional. Thirdly the entire if then else expression is followed by a semicolon, because every expression in a block should be followed by a semicolon. The general layout of the if then else is:

IF <Bool expression> THEN <Expression> (ELSE <Expression>)?

Where both <Expression>’s have the same type.

### Code generation

The iloc code generated firstly visits the boolean conditional expression. It uses the return value of the expression for a conditional break. The true value of the conditional break will always point to the label of the then statement. If an else statement exists the false value of the cbr will point to the label of this statement, otherwise the false value will point to the endiflabel.

After the conditional break an empty statement will be inserted with a label, this is the start of the then block. After this label the then expression will be visited and generated. At the end of the then expression a OpCode.jumpI will be emitted pointing to the end iflabel.

Once this is done the compiler will check for the existence of an else statement. If the else exists it will insert an empty statement with the else label. After this label the else is visited and its code is generated.

The last thing that happens is the insertion of the endif label, which marks the end of the if expression.

## While expression

While expressions always have the return type void and do not have a return value. While expressions follow this schema:

WHILE <Expression> DO <Expression>.

The first expression should always have the return type boolean. The return type of the second expression does not matter. The while loop will execute the expression after the DO keyword on repeat until the first expression no longer returns true. If the first expression is false from the start the body will never be executed. An example program which counts to ten using a while loop can be found below.

Start{

Integer i := 0;

While i <= 10 Do{

print(i);

i := i +1;

};

}

### Code generation

The while code generation starts with an empty statement that has the wbegin label. After that label the boolean expression is visited and generated. The return value of this expression is then used to create a conditional branch which jumps to the wend label when false or wbody label when true. After the branch the body label is inserted, followed by visiting the body expression. Directly after the body a jumpI is inserted back to the start of the while. The last statement is an empty statement with the wend label.

## Print and Read expressions

For input and output we have implemented a print and read statement.

The print statement uses one or more expressions as its arguments. Those expression do not need to have the same type, but if there is more than one expression the return type of the print becomes void. If there is only one type the return type and value will be those of the only expression argument. All arguments should be separated by commas.

The read statement reads user input from the command line and stores it in the variable that is specified in the read. A read is always a void no matter the amount of or the types of the arguments. Again all arguments should be separated by commas. It is important that the ID’s that are used for the read are in scope. All arguments should be ID’s.

Read is sadly not supported for strings because of complications with our memory management.

An example program using reads and writes (reads two values and prints them):

Start{

Integer i;

Integer j;

read(i,j);

print(i,j);

}

### Code generation

Print

The Print visits all expressions and uses OpCode.out and OpCode.cout to print those return values on the standard output.

Read

The read uses OpCode.in and OpCode.cin to let the user give their input. Afterwards it stores the input at the correct point in memory using the identifiers in its argument list.

Arithmetic expressions

TempName supports basic arithmetic, table \ref elaborates which operator can be used with what types. The operator priority can be found in \ref table.

# Description of the Software

## TempNameCompiler.java

The main class of the zip file, this class can be runned in two ways:

Using the main of the compiler, with the filepath to a .tmp file and a run mode as arguments.

Using the “TempNameCompiler.instance” to call upon the compiler. This method has been used in all the test classes.

If the program is runned by method 1, the compiler creates a new instance and compiles using the filename. It parses the file and returns the ParseTree resulting from the parser. The ParseTree is used as input for the checker, and this results in a Result. The ParseTree, together with the just generated Result, are then given to the generator to generate the iloc Program and returns it. This Program is prettyPrinted and then passed on to the simulator, which tries to run the program. If input is needed, the program prints the variable name with a question mark and you can provide the input which is needed.

The run modes are simple, type “ RUN” after the filename to let it compile and run it through the simulator or “ FILE” to transfer the generated iloc code to a .iloc file.

## TypeKind.java

TypeKind is the enum which contains the different types used. Integer: INT, Boolean: BOOL, Character: CHAR, String: STRING and for the empty: VOID.

## Result.java

This class contains the results of the TypeChecker, which consists of three ParseTreeProperties: the entries, which are the associations from a parse tree node to the flow graph entry, the types, which are the associations from an expression/type/assignment node to the corresponding (inferred) type and lastly the read types, which contain the association from a read node with the corresponding types of the arguments.

## Type.java

The Superclass for the type subclasses, which contains the method overwrites to get the size (the size to be used as offset in the memory) of every type an the toString() function.

## TypeChecker.java

This class is the implementation of the listener generated by the grammar. The ParseTree generated by the basic TempNameParser is the input for the main check() method. This ParsTree will be traversed and for every exit of an expression/operation/type an entry and a type is added to the result as a parsetree property. This is done for every expression, except for the while expression, as the result of this expression is always a Type.VOID, the decleration expression, which is also always a Type.VOID and lastly the program itself.

## SymbolTable.java

The class which is used to store/check the variables in the different scopes.

A single instance of the SymbolTable is used in the checker. This instance can be used to open/close a scope, which means that a Hashmap containing the variables with their types is pusht on/popt off the stack respectively.

## Generator.java

The class which extends the visitor generated by the grammar. This class’ main method “generate()” generates the iloc Program from the Result of the TypeChecker in combination with the ParseTree from the parser. It creates a new ParsetreeProperty labels to give labels to the iloc code (for if/else/while purposes) and adds a MemoryManager before it begins visiting the nodes. For all visit methods it visits the children in the necessary order and checks if extra id’s should be loaded if the sub expression is a variable name. The visit returns this id in three cases: the decleration, the assignment and the visitIdExpr. The latter is always entered via the former two, and thus the ID is thrown up. The reason this ID has to be thrown up to the upper lying visits is for acquiring the value with the correct variable name from the memory, as the comparison of nodes results in a different/no location.

## MemoryManager.java

The class that keeps track of memory allocation, using layered scope we are capable of freeing memory that is no longer used for further use. It keeps an abstract model of the memory during the generator execution. The generator is also responsible for opening and closing scopes. The MemoryManager has a RegisterManager for register management.

## RegisterManager.java

Keeps track of which registers are available and which are in use. Capable of giving out registers and freeing them when no longer used. The MemoryManager is the only class that should communicate with the register manager.

## The testfiles

CheckerTest.java, GeneratorTest.java, StringTest.java and ProgramsTest.java are the testclasses used to test the respective classes/programs. In the next part will be explained what all the tests contain and on what parts they are tested for.

# Test Plan and Results

The testing, according to the assignment, should consist of the checks in the:

1. Lexical syntax (e.g. spelling errors).

2. Context-free syntax (e.g. language-construct errors).

3. Context constraints (e.g. declaration, scope and type errors).

4. Semantics (e.g. run-time errors).

The checks for these four syntaxes have been included in the zip file. The folder src/files contains all the files used in the tests. For all test programs the first two points (spelling errors or wrong syntax) are being filter out right away and will produce an error looking like:

![https://lh6.googleusercontent.com/GFgqGVbqXvni1Y_pbpsfhXzamyyojeqD9V9ea12JVtahYS9RQKTEKYEDIxXXCpv0NnXS3C1NPYxEbvwqRMxuuTrtqzyufsapIdiU0Uvqe95l7ycPYt8q5PSmjiT0fJwDTAJKg8VM](data:image/png;base64,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)

![https://lh3.googleusercontent.com/g6Zx5eXx4yTNLhE8mgHl6QkR0Ji_5e27U6WkcQDeE3jKqe6OK3IFCwoz2tTBagjmB6jGHtcGh2cKVJV9OcRyejoUi_25Zveb8WG8Bs8FNk9f7kW5nPmZpoyes__D8pWsKu6Q4jYx](data:image/png;base64,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)
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For a spelling error, or:
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For a syntax fault.

These two usually come pared as an incorrect token causes spelling issues. But a spelling error in a keyword causes the program to shut down before it reaches the compiler. This means that no other errors will be found/printed after this error. This ensures that only a program which will be parsed correctly will go to the typechecker/compiler.

In the src/files/TypeCheckerTestFiles folder are the tests used in the TypeChecker/TypeCheckerTest. These test check the correct declarations, types and scopes of the testfiles (point 3).

![https://lh6.googleusercontent.com/IcxyB39c52Nx2a11nBvuW6DUa_3GATQbvZcve8j0Td0rXnXH52t0QcYA-XKO60lGS8VljN07dwMkveNI-nZzEzEFG9pv7s5KtuS-MkKN0bEgD11IEoKIrjRsBGLtYSI5aKNVNkN4](data:image/png;base64,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)

The folder contains the following files:

* Basic.tmp, which should not return errors and checks correct type declarations.
* Err0.tmp, which returns errors. This checks for the errors returned by incorrect type declarations.
* Ops.tmp, which should not return errors and checks the typechecking in the operations (multiplication/division and modulo, addition and subtraction, prefixes, boolean operations and lastly, boolean comparisons).
* Err1.tmp, which returns errors. This checks for the errors returned by incorrect types used in operations.
* Exprs.tmp, which should not return errors and checks the typechecking in the expressions (If, While, Read, Print, Parentheses and Blocks).
* Err2.tmp, which returns errors. This checks for the errors returned by incorrect types used in the expressions.
* Err3.tmp, this returns an error. This is an incorrect program causing a spelling error and thus not reaching the compiler.

The last point (run-time errors) are not specially intercepted, but are handled as it usually is when Java handles these errors. These errors will be found while running the program, as a different input can also cause e.g. a division by zero error and is not handled by our generator.

In the src/files/GeneratorTestFiles folder are the tests used in the Generator/GeneratorTest. These test check correct output from various programs and inputs.

The folder contains the following files:

* arithmeticMult.tmp, which checks for correct output by using the multiplication, division and modulo operations.
* arithmeticPlus.tmp, which checks for correct output by using the addition, subtraction and the unary operations.
* assDecl.tmp, which checks for correct output by using the assignment and declaration expressions.
* compBool.tmp, which checks for correct output by using the “and/or” and comparison operations.
* ifWhile.tmp, which checks for correct output by using the if and while expressions, for the if this also checks for correct assignment of the result of the if statement.
* Program.tmp, which checks if one expression in the program executes normally.
* readPrint.tmp, which checks for correct output by using the read and print expressions, for these two this also checks for correct assignment of the result of the read/print statement respectively.

In the src/files folder are two basic programs: A program that calculates the greatest common divisor of two inputs and a program that calculates the Fibonacci number of one input.

The fibonacci program is included in the appendix, together with the generated iloc code and some sample input/outputs.

# Conclusions

After doing all the homework exercises from the lab sessions, a lot of small things that seem simple are broached. But when they have to be combined, a lot of different things are joining the fray and keeping these parts all manageable is a difficult task to do if you build a complete programming language from scratch. The symbol table, the memory/register management and the different errors that need to be handled with are some of the things we had to think really hard about as to how we would implement these. The simplest would be to do it in a similar matter as the homework exercises, but this came apparent that it would not be so easy to combine with our language and reducing chaos with those parts underling.

The only regrets we have or maybe things that could have been better are the strings. It works, but it causes for a lot of loads in the iloc code. Also we should have done the Memory Management different.

# Appendix

## Antlr grammar:

**grammar** TempName;

program

: *START* expr *EOF*

;

/\*\* Target of an assignment. \*/

target

: *ID* #idTarget

;

/\*\* Expression. \*/

expr: type *ID* (*ASS* expr)? #declExpr

| target (*ASS* expr) #assExpr

| *IF* expr *THEN* expr (*ELSE* expr)? #ifExpr

| *WHILE* expr *DO* expr #whileExpr

| *READ* *LPAR* *ID* (*COMMA* *ID*)\* *RPAR* #readExpr

| *PRINT* *LPAR* expr (*COMMA* expr)\* *RPAR* #printExpr

| prfOp expr #prfExpr

| expr multOp expr #multExpr

| expr plusOp expr #plusExpr

| expr compOp expr #compExpr

| expr boolOp expr #boolExpr

| *LPAR* expr *RPAR* #parExpr

| *LBRACE* (expr *SEMI*)\* expr *SEMI* *RBRACE* #blockExpr

| *ID* #idExpr

| *NUM* #numExpr

| *TRUE* #trueExpr

| *FALSE* #falseExpr

| *CHR* #charExpr

| *STR* #stringExpr

;

/\*\* Prefix operator. \*/

prfOp: *MINUS* | *NOT*;

/\*\* Multiplicative operator. \*/

multOp: *STAR* | *SLASH* | *MODULO*;

/\*\* Additive operator. \*/

plusOp: *PLUS* | *MINUS*;

/\*\* Boolean operator. \*/

//TODO appart?

boolOp: *AND* | *OR*;

/\*\* Comparison operator. \*/

compOp: *LE* | *LT* | *GE* | *GT* | *EQ* | *NE*;

/\*\* Data type. \*/

type: *INTEGER* #intType

| *BOOLEAN* #boolType

| *CHAR* #charType

| *STRING* #stringType

;

// Keywords

*AND*: *A* *N* *D*;

*BOOLEAN*: *B* *O* *O* *L* *E* *A* *N* ;

*CHAR*: *C* *H* *A* *R* ;

*INTEGER*: *I* *N* *T* *E* *G* *E* *R* ;

*DO*: *D* *O* ;

*ELSE*: *E* *L* *S* *E* ;

*FALSE*: *F* *A* *L* *S* *E* ;

*IF*: *I* *F* ;

*THEN*: *T* *H* *E* *N* ;

*NOT*: *N* *O* *T* ;

*OR*: *O* *R* ;

*OUT*: *O* *U* *T* ;

*PRINT*: *P* *R* *I* *N* *T*;

*READ*: *R* *E* *A* *D* ;

*START*: *S* *T* *A* *R* *T* ;

*STRING*: *S* *T* *R* *I* *N* *G* ;

*TRUE*: *T* *R* *U* *E* ;

*WHILE*: *W* *H* *I* *L* *E* ;

*ASS*: ':=';

*COLON*: ':';

*COMMA*: ',';

*DOT*: '.';

*DQUOTE*: '"';

*EQ*: '==';

*GE*: '>=';

*GT*: '>';

*HTAG*: '#';

*LE*: '<=';

*LBRACE*: '{';

*LPAR*: '(';

*LT*: '<';

*MINUS*: '-';

*MODULO*: '%';

*NE*: '<>';

*PLUS*: '+';

*QUOTE*: '\'';

*RBRACE*: '}';

*RPAR*: ')';

*SEMI*: ';';

*SLASH*: '/';

*STAR*: '\*';

// Content-bearing token types

*ID*: *LETTER* (*LETTER* | *DIGIT*)\*;

*NUM*: *DIGIT* (*DIGIT*)\*;

*STR*: *DQUOTE* **.**\*? *DQUOTE*;

*CHR*: *QUOTE* *LETTER* *QUOTE*;

**fragment** *LETTER*: [a-zA-Z];

**fragment** *DIGIT*: [0-9];

// Skipped token types

*WS*: [ \t\r\n]+ **->** skip;

*COMMENT*: *HTAG* **.**\*? *HTAG* **->** skip;

**fragment** *A*: [aA];

**fragment** *B*: [bB];

**fragment** *C*: [cC];

**fragment** *D*: [dD];

**fragment** *E*: [eE];

**fragment** *F*: [fF];

**fragment** *G*: [gG];

**fragment** *H*: [hH];

**fragment** *I*: [iI];

**fragment** *J*: [jJ];

**fragment** *K*: [kK];

**fragment** *L*: [lL];

**fragment** *M*: [mM];

**fragment** *N*: [nN];

**fragment** *O*: [oO];

**fragment** *P*: [pP];

**fragment** *Q*: [qQ];

**fragment** *R*: [rR];

**fragment** *S*: [sS];

**fragment** *T*: [tT];

**fragment** *U*: [uU];

**fragment** *V*: [vV];

**fragment** *W*: [wW];

**fragment** *X*: [xX];

**fragment** *Y*: [yY];

**fragment** *Z*: [zZ];

## Antlr listener:

package checker;

import grammar.TempNameBaseListener;

import grammar.TempNameParser;

import grammar.TempNameParser.ExprContext;

import grammar.TempNameParser.\*;

import java.util.ArrayList;

import java.util.List;

import org.antlr.v4.runtime.ParserRuleContext;

import org.antlr.v4.runtime.Token;

import org.antlr.v4.runtime.misc.NotNull;

import org.antlr.v4.runtime.tree.ParseTree;

import org.antlr.v4.runtime.tree.ParseTreeWalker;

/\*\* Class to type check and calculate flow entries and variable offsets. \*/

public class TypeChecker extends TempNameBaseListener {

/\*\* Result of the latest call of {@link #check}. \*/

private Result result;

/\*\* List of errors collected in the latest call of {@link #check}. \*/

private List<String> errors;

/\*\* Variable scope for the latest call of {@link #check}. \*/

private SymbolTable sT;

/\*\*

\* Runs this checker on a given parse tree, and returns the checker result.

\*

\* @throws ParseException

\* if an error was found during checking.

\*/

public Result check(ParseTree tree) throws ParseException {

this.result = new Result();

this.errors = new ArrayList<>();

new ParseTreeWalker().walk(this, tree);

if (hasErrors()) {

throw new ParseException(getErrors());

}

return this.result;

}

/\*\* Indicates if any errors were encountered in this tree listener. \*/

public boolean hasErrors() {

return !getErrors().isEmpty();

}

/\*\* Returns the list of errors collected in this tree listener. \*/

public List<String> getErrors() {

return this.errors;

}

/\*\*

\* Checks the inferred type of a given parse tree, and adds an error if it

\* does not correspond to the expected type.

\*/

private void checkType(ParserRuleContext node, Type expected) {

Type actual = getType(node);

if (actual == null) {

throw new IllegalArgumentException("Missing inferred type of " + node.getText());

}

if (!actual.equals(expected)) {

addError(node, "Expected type '%s' but found '%s'", expected, actual);

}

}

/\*\*

\* Checks the inferred type of a given parse tree, and adds an error if it

\* does correspond to the expected type.

\*/

private void checkNotType(ParserRuleContext node, Type expected) {

Type actual = getType(node);

if (actual == null) {

throw new IllegalArgumentException("Missing inferred type of " + node.getText());

}

if (actual.equals(expected)) {

addError(node, "Illegal type '%s' not allowed", expected);

}

}

/\*\*

\* Records an error at a given parse tree node.

\*

\* @param ctx

\* the parse tree node at which the error occurred

\* @param message

\* the error message

\* @param args

\* arguments for the message, see {@link String#format}

\*/

public void addError(ParserRuleContext node, String message, Object... args) {

addError(node.getStart(), message, args);

}

/\*\*

\* Records an error at a given token.

\*

\* @param token

\* the token at which the error occurred

\* @param message

\* the error message

\* @param args

\* arguments for the message, see {@link String#format}

\*/

private void addError(Token token, String message, Object... args) {

int line = token.getLine();

int column = token.getCharPositionInLine();

message = String.format(message, args);

message = String.format("Line %d:%d - %s", line, column, message);

this.errors.add(message);

}

/\*\* Convenience method to add a type to the result. \*/

private void setType(ParseTree node, Type type) {

this.result.setType(node, type);

}

/\*\* Returns the type of a given expression or type node. \*/

private Type getType(ParseTree node) {

return this.result.getType(node);

}

/\*\* Convenience method to add a flow graph entry to the result. \*/

private void setEntry(ParseTree node, ParserRuleContext entry) {

if (entry == null) {

throw new IllegalArgumentException("Null flow graph entry");

}

this.result.setEntry(node, entry);

}

/\*\* Returns the flow graph entry of a given expression or statement. \*/

private ParserRuleContext entry(ParseTree node) {

return this.result.getEntry(node);

}

@Override

public void enterProgram(@NotNull TempNameParser.ProgramContext ctx) {

sT = new SymbolTable();

sT.openScope();

}

@Override

public void exitProgram(@NotNull TempNameParser.ProgramContext ctx) {

sT.closeScope();

}

@Override

public void enterBlockExpr(BlockExprContext ctx) {

sT.openScope();

}

@Override

public void exitTrueExpr(TrueExprContext ctx) {

setType(ctx, Type.BOOL);

setEntry(ctx, ctx);

}

@Override

public void exitBoolType(BoolTypeContext ctx) {

setType(ctx, Type.BOOL);

}

@Override

public void exitStringExpr(StringExprContext ctx) {

setType(ctx, Type.STRING);

setEntry(ctx, ctx);

}

@Override

public void exitParExpr(ParExprContext ctx) {

setType(ctx, getType(ctx.expr()));

setEntry(ctx, entry(ctx.expr()));

}

@Override

public void exitCompExpr(CompExprContext ctx) {

if (ctx.compOp().getText().equals("<>") || ctx.compOp().getText().equals("==")) {

this.checkNotType(ctx.expr(1), Type.STRING);

checkType(ctx.expr(1), getType(ctx.expr(0)));

} else {

checkType(ctx.expr(0), Type.INT);

checkType(ctx.expr(1), Type.INT);

}

setType(ctx, Type.BOOL);

setEntry(ctx, entry(ctx.expr(0)));

}

@Override

public void exitStringType(StringTypeContext ctx) {

setType(ctx, Type.STRING);

}

@Override

public void exitIfExpr(IfExprContext ctx) {

checkType(ctx.expr(0), Type.BOOL);

setEntry(ctx, entry(ctx.expr(0)));

if (ctx.expr(2) != null) {

checkType(ctx.expr(1), getType(ctx.expr(2)));

}

setType(ctx, getType(ctx.expr(1)));

}

@Override

public void exitBlockExpr(BlockExprContext ctx) {

ExprContext last = ctx.expr(ctx.expr().size() - 1);

setType(ctx, getType(last));

if (ctx.expr().size() > 0) {

boolean set = false;

int i =0;

while(!set && i< ctx.expr().size()){

if(entry(ctx.expr(i))!= null){

setEntry(ctx, entry(ctx.expr(i)));

set =true;

}

i++;

}

}

sT.closeScope();

}

@Override

public void exitFalseExpr(FalseExprContext ctx) {

setType(ctx, Type.BOOL);

setEntry(ctx, ctx);

}

@Override

public void exitPrintExpr(PrintExprContext ctx) {

for (ExprContext e : ctx.expr()) {

checkNotType(e, Type.VOID);

}

if (ctx.expr().size() == 1) {

setType(ctx, getType(ctx.expr(0)));

setEntry(ctx, entry(ctx.expr(0)));

} else {

setEntry(ctx, entry(ctx.expr(0)));

setType(ctx, Type.VOID);

}

}

@Override

public void exitCharType(CharTypeContext ctx) {

setType(ctx, Type.CHAR);

}

@Override

public void exitIdTarget(IdTargetContext ctx) {

final String id = ctx.ID().getText();

if (!sT.contains(id)) {

addError(ctx, "Variable '%s' not declared", id);

setEntry(ctx, ctx);

setType(ctx, Type.VOID);

} else {

setType(ctx, sT.getType(id));

setEntry(ctx, ctx);

// setOffset(ctx, sT.offset(id));

}

}

@Override

public void exitCharExpr(CharExprContext ctx) {

setType(ctx, Type.CHAR);

setEntry(ctx, ctx);

}

@Override

public void exitIntType(IntTypeContext ctx) {

setType(ctx, Type.INT);

}

@Override

public void exitReadExpr(ReadExprContext ctx) {

Type[] tps = new Type[ctx.ID().size()];

for (int i = 0; i < ctx.ID().size(); i++) {

String targetString = ctx.ID(i).toString();

if (!sT.contains(targetString)) {

errors.add("Attempting to read for a undeclared variable '" + ctx.ID().toString() + "' !");

}

tps[i] = sT.getType(ctx.ID(i).getText());

if(tps[i].equals(Type.STRING)){

errors.add("String reads are not supported, at : " + ctx.getText());

}

}

result.setReadTypes(ctx, tps);

if (ctx.ID().size() > 1) {

setType(ctx, Type.VOID);

setEntry(ctx, ctx);

} else {

setType(ctx, sT.getType(ctx.ID(0).getText()));

setEntry(ctx, ctx);

}

}

@Override

public void exitMultExpr(MultExprContext ctx) {

checkType(ctx.expr(0), Type.INT);

checkType(ctx.expr(1), Type.INT);

setType(ctx, Type.INT);

setEntry(ctx, entry(ctx.expr(0)));

}

@Override

public void exitNumExpr(NumExprContext ctx) {

setType(ctx, Type.INT);

setEntry(ctx, ctx);

}

@Override

public void exitPlusExpr(PlusExprContext ctx) {

if (getType(ctx.expr(0)).equals(Type.STRING)) {

if (getType(ctx.expr(0)).equals(Type.STRING) || getType(ctx.expr(0)).equals(Type.CHAR)) {

setType(ctx, Type.STRING);

}else{

addError(ctx, "Illegal type second argument, STRING or CHAR expected.");

setType(ctx, Type.VOID);

}

} else if (getType(ctx.expr(0)).equals(Type.INT)) {

checkType(ctx.expr(1), Type.INT);

setType(ctx, Type.INT);

} else {

addError(ctx, "Illegal type first argument, STRING or INT expected.");

setType(ctx, Type.VOID);

}

setEntry(ctx, entry(ctx.expr(0)));

}

@Override

public void exitDeclExpr(DeclExprContext ctx) {

if (ctx.expr() != null) {

checkType(ctx.expr(), getType(ctx.type()));

setEntry(ctx, entry(ctx.expr()));

if (!sT.add(ctx.ID().getText(), getType(ctx.type()))) {

addError(ctx, "Illegal declaration, '%s' already in scope.", ctx.ID().getText());

} else {

setType(ctx.ID(), getType(ctx.type()));

setType(ctx, getType(ctx.type()));

return;

}

} else {

if (!sT.add(ctx.ID().getText(), getType(ctx.type()))) {

addError(ctx, "Illegal declaration, '$s' already in scope.", ctx.ID().getText());

}

// TODO entry?

}

setType(ctx, Type.VOID);

}

@Override

public void exitWhileExpr(WhileExprContext ctx) {

checkType(ctx.expr(0), Type.BOOL);

setEntry(ctx, entry(ctx.expr(0)));

setType(ctx, Type.VOID);

}

@Override

public void exitAssExpr(AssExprContext ctx) {

checkType(ctx.expr(), getType(ctx.target()));

setType(ctx, getType(ctx.target()));

setEntry(ctx, entry(ctx.expr()));

}

@Override

public void exitPrfExpr(PrfExprContext ctx) {

Type type;

if (ctx.prfOp().MINUS() != null) {

type = Type.INT;

} else {

type = Type.BOOL;

}

checkType(ctx.expr(), type);

setType(ctx, type);

setEntry(ctx, entry(ctx.expr()));

}

@Override

public void exitBoolExpr(BoolExprContext ctx) {

checkType(ctx.expr(0), Type.BOOL);

checkType(ctx.expr(1), Type.BOOL);

setType(ctx, Type.BOOL);

setEntry(ctx, entry(ctx.expr(0)));

}

@Override

public void exitIdExpr(IdExprContext ctx) {

String id = ctx.ID().getText();

Type type = this.sT.getType(id);

if (type == null) {

addError(ctx, "Variable '%s' not declared", id);

setType(ctx, Type.VOID);

} else {

setType(ctx, type);

// setOffset(ctx, this.scope.offset(id));

setEntry(ctx, ctx);

}

}

}

## Antlr visitor:

package generator;

import org.antlr.v4.runtime.ParserRuleContext;

import org.antlr.v4.runtime.Token;

import org.antlr.v4.runtime.tree.ParseTree;

import org.antlr.v4.runtime.tree.ParseTreeProperty;

import iloc.eval.Machine;

import iloc.model.\*;

import iloc.Simulator;

import checker.Result;

import checker.Type;

import grammar.TempNameBaseVisitor;

import grammar.TempNameParser.\*;

public class Generator extends TempNameBaseVisitor<String> {

/\*\* The representation of the boolean value <code>false</code>. \*/

public final static Num FALSE\_VALUE = new Num(Simulator.FALSE);

/\*\* The representation of the boolean value <code>true</code>. \*/

public final static Num TRUE\_VALUE = new Num(Simulator.TRUE);

/\*\* The base register. \*/

private Reg arp = new Reg("r\_arp");

/\*\* The outcome of the checker phase. \*/

private Result checkResult;

/\*\* Association of statement nodes to labels. \*/

private ParseTreeProperty<Label> labels;

/\*\* The program being built. \*/

private Program prog;

/\*\* The memory manager of this generator \*/

private MemoryManager mM;

/\*\*

\* Generates ILOC code for a given parse tree, given a pre-computed checker

\* result.

\*/

public Program generate(ParseTree tree, Result checkResult) {

this.prog = new Program();

this.checkResult = checkResult;

this.labels = new ParseTreeProperty<>();

this.mM = new MemoryManager();

tree.accept(this);

return this.prog;

}

/\*\*

\* Helpfunction for TypedStore stores a string

\*/

private void storeString(ParseTree from, ParseTree to, boolean closeScope, String fromid, String toid) {

// SETUP

int[] stringData = mM.getSizeAndOffset(from, fromid);

if (closeScope) {

mM.closeScope();

}

int parentoff = mM.getOffset(to, stringData[0], toid);

Reg helpreg = new Reg(mM.getConstReg());

// MOVE ALL CHARS

for (int i = 0; i < stringData[0]; i = i + Machine.DEFAULT\_CHAR\_SIZE) {

emit(OpCode.cloadAI, arp, new Num(i + stringData[1]), helpreg);

emit(OpCode.cstoreAI, helpreg, arp, new Num(i + parentoff));

}

}

/\*\*

\* Store the result of a child ctx as the result of the parent ctx (another

\* ctx). IF an id is know it will store the value of the id as the result of

\* the parent.

\*

\* Closes the scope if necesary

\*

\* @requires from != null

\* @requires to != null

\*/

private void typedStore(ParseTree from, ParseTree to, boolean closeScope, String id) {

if (id != null) {

// hoeft volgens mij niet

System.out.println("yup, het moest dus wel");

} else if (mM.hasMemory(from)) {

if (checkResult.getType(from).equals(Type.CHAR)) {

emit(OpCode.cloadAI, arp, offset(from), reg(to));

if (closeScope)

mM.closeScope();

emit(OpCode.cstoreAI, reg(to), arp, offset(to));

} else if (checkResult.getType(from).equals(Type.STRING)) {

this.storeString(from, to, closeScope, null, id);

} else {

emit(OpCode.loadAI, arp, offset(from), reg(to));

if (closeScope)

mM.closeScope();

emit(OpCode.storeAI, reg(to), arp, offset(to));

}

} else {

if (checkResult.getType(from).equals(Type.CHAR)) {

if (closeScope)

mM.closeScope();

emit(OpCode.cstoreAI, reg(from), arp, offset(to));

} else if (checkResult.getType(from).equals(Type.STRING)) {

System.out.println("this state should not happen");

} else {

mM.closeScope();

emit(OpCode.storeAI, reg(from), arp, offset(to));

}

}

}

/\*\*

\* Loads an id from memory for use by the given node

\*

\* @requires id != null

\* @requires ctx != null

\*/

private void typedLoad(ParseTree ctx, String id) {

Type type = checkResult.getType(ctx);

if (type.equals(Type.CHAR)) {

emit(OpCode.cloadAI, arp, offset(ctx, id), reg(ctx));

} else if (type.equals(Type.STRING)) {

// Strings cant be loaded into a single register

} else {

emit(OpCode.loadAI, arp, offset(ctx, id), reg(ctx));

}

}

/\*\*

\* Improved visit method. Visits the node and if the result of the node was

\* stored to an id loads that value into the register of the node.

\*

\* @requires ctx != null

\* @return

\*/

private String visitH(ParseTree ctx) {

String id0 = visit(ctx);

if (id0 != null && mM.hasMemory(ctx)) {

typedLoad(ctx, id0);

}

return id0;

}

/\*\*

\* Generates the necesary iloc code to return the result of one node and

\* load it as input into the other node. If an id is known it will use that

\* instead of the node.

\*

\* @requires from != null

\* @requires to != null

\*/

private void returnResult(ParseTree from, ParseTree to, String fromid, String toid) {

Type type = checkResult.getType(from);

if (mM.hasReg(from) || fromid != null || mM.hasMemory(from)) {

if (type.equals(Type.CHAR)) {

emit(OpCode.cstoreAI, reg(from), arp, offset(to, toid));

} else if (type.equals(Type.STRING)) {

storeString(from, to, false, fromid, toid);

} else {

emit(OpCode.storeAI, reg(from), arp, offset(to, toid));

}

} else {

// No return needed

}

}

/\*\*

\* Constructs an operation from the parameters and adds it to the program

\* under construction.

\*/

private Op emit(Label label, OpCode opCode, Operand... args) {

Op result = new Op(label, opCode, args);

this.prog.addInstr(result);

return result;

}

/\*\*

\* Constructs an operation from the parameters and adds it to the program

\* under construction.

\*/

private Op emit(OpCode opCode, Operand... args) {

return emit((Label) null, opCode, args);

}

/\*\*

\* Looks up the label for a given parse tree node, creating it if none has

\* been created before. The label is actually constructed from the entry

\* node in the flow graph, as stored in the checker result.

\*/

private Label label(ParserRuleContext node) {

Label result = this.labels.get(node);

if (result == null) {

ParserRuleContext entry = this.checkResult.getEntry(node);

result = createLabel(entry, "n");

this.labels.put(node, result);

}

return result;

}

/\*\* Creates a label for a given parse tree node and prefix. \*/

private Label createLabel(ParserRuleContext node, String prefix) {

Token token = node.getStart();

int line = token.getLine();

int column = token.getCharPositionInLine();

String result = prefix + "\_" + line + "\_" + column;

return new Label(result);

}

/\*\*

\* If the id is not null it will look up the memory offset of this id, or

\* create a new one if it doesnt exist.

\*

\* If the id is null it will look up the memory offset of the return value

\* of the node, or create a new one if it doesnt exist.

\*

\* @requires node != null

\* @ensures result>0

\*/

private Num offset(ParseTree node, String id) {

int size = 0;

if (checkResult.getType(node).equals(Type.INT) || checkResult.getType(node).equals(Type.BOOL)) {

size = Machine.INT\_SIZE;

} else if (checkResult.getType(node).equals(Type.CHAR)) {

size = Machine.DEFAULT\_CHAR\_SIZE;

}

Num offset = new Num(mM.getOffset(node, size, id));

return offset;

}

/\*\*

\* @see offset(node, null);

\*/

private Num offset(ParseTree node) {

return offset(node, null);

}

/\*\*

\* Gives the reg that belongs to this node, reserves a new reg if the node

\* does not have a reg.

\*

\* @requires node != null

\* @ensure result != null

\*/

private Reg reg(ParseTree node) {

Reg reg;

// IF the value is ONLY stored in memory, it should be loaded into the

// register before use

if (mM.hasMemory(node) && !mM.hasReg(node)) {

reg = new Reg(mM.getNodeReg(node));

Type type = checkResult.getType(node);

if (type.equals(Type.CHAR)) {

emit(OpCode.cloadAI, arp, offset(node), reg);

} else if (type.equals(Type.STRING)) {

// Cannot preload for strings

} else {

emit(OpCode.loadAI, arp, offset(node), reg);

}

} else {

reg = new Reg(mM.getNodeReg(node));

}

return reg;

}

// -----------Program-----------

@Override

public String visitProgram(ProgramContext ctx) {

emit(new Label("Program"), OpCode.nop);

mM.openScope();

visit(ctx.expr());

mM.closeScope();

return null;

}

// -----------Expression-----------

@Override

public String visitParExpr(ParExprContext ctx) {

visitH(ctx.expr());

emit(OpCode.i2i, reg(ctx.expr()), reg(ctx));

return null;

}

@Override

public String visitCompExpr(CompExprContext ctx) {

String id1 = visitH(ctx.expr(0));

String id2 = visitH(ctx.expr(1));

if (id1 != null) {

typedLoad(ctx.expr(0), id1);

}

if (id2 != null) {

typedLoad(ctx.expr(1), id2);

}

String compOp = ctx.compOp().getText();

switch (compOp) {

case ("<="):

emit(OpCode.cmp\_LE, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

case ("<"):

emit(OpCode.cmp\_LT, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

case ("<>"):

emit(OpCode.cmp\_NE, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

case (">="):

emit(OpCode.cmp\_GE, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

case (">"):

emit(OpCode.cmp\_GT, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

case ("=="):

emit(OpCode.cmp\_EQ, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

break;

}

return null;

}

@Override

public String visitIfExpr(IfExprContext ctx) {

visitH(ctx.expr(0));

Label endIf = createLabel(ctx, "endIf");

boolean elseExists = ctx.expr(2) != null;

Label elsez = elseExists ? label(ctx.expr(2)) : endIf;

emit(OpCode.cbr, reg(ctx.expr(0)), label(ctx.expr(1)), elsez);

emit(label(ctx.expr(1)), OpCode.nop);

String id = visitH(ctx.expr(1));

if (id != null) {

typedLoad(ctx.expr(1), id);

}

returnResult(ctx.expr(1), ctx, id, id);

emit(OpCode.jumpI, endIf);

if (elseExists) {

emit(elsez, OpCode.nop);

id = visitH(ctx.expr(2));

if (id != null) {

typedLoad(ctx.expr(1), id);

}

returnResult(ctx.expr(2), ctx, id, id);

}

emit(endIf, OpCode.nop);

return null;

}

@Override

public String visitBlockExpr(BlockExprContext ctx) {

int last = ctx.expr().size() - 1;

mM.openScope();

for (int i = 0; i < ctx.expr().size() - 1; i++) {

visitH(ctx.expr(i));

}

String id = visitH(ctx.expr(last));

if (id != null) {

typedLoad(ctx.expr(last), id);

}

typedStore(ctx.expr(last), ctx, true, id);

return null;

}

@Override

public String visitPrintExpr(PrintExprContext ctx) {

Type type;

if (ctx.expr().size() > 1) {

for (int i = 0; i < ctx.expr().size(); i++) {

String id = visitH(ctx.expr(i));

if (id != null) {

typedLoad(ctx.expr(i), id);

}

type = checkResult.getType(ctx.expr(i));

if (type.equals(Type.CHAR)) {

emit(OpCode.loadI, new Num(1), reg(ctx));

emit(OpCode.cpush, reg(ctx.expr(i)));

emit(OpCode.push, reg(ctx));

emit(OpCode.cout, new Str(ctx.expr(i).getText() + ": "));

} else if (type.equals(Type.STRING)) {

int[] stringData = mM.getSizeAndOffset(ctx.expr(i), id);

// Push chars

for (int j = stringData[0]; j > 0; j--) {

emit(OpCode.cloadAI, arp, new Num(stringData[1] + j \* Machine.DEFAULT\_CHAR\_SIZE - 1), reg(ctx));

emit(OpCode.cpush, reg(ctx));

}

// Push size

emit(OpCode.loadI, new Num(stringData[0]), reg(ctx));

emit(OpCode.push, reg(ctx));

emit(OpCode.cout, new Str(ctx.expr(i).getText() + ": "));

} else {

emit(OpCode.out, new Str(ctx.expr(i).getText() + ": "), reg(ctx.expr(i)));

storeString(ctx.expr(0), ctx, false, id, null);

}

}

} else {

String id = visitH(ctx.expr(0));

if (id != null) {

typedLoad(ctx.expr(0), id);

}

type = checkResult.getType(ctx.expr(0));

if (type.equals(Type.CHAR)) {

emit(OpCode.loadI, new Num(1), reg(ctx));

emit(OpCode.cpush, reg(ctx.expr(0)));

emit(OpCode.push, reg(ctx));

emit(OpCode.cout, new Str(ctx.expr(0).getText() + ": "));

returnResult(ctx.expr(0), ctx, null, null);

} else if (type.equals(Type.STRING)) {

int[] stringData = mM.getSizeAndOffset(ctx.expr(0), id);

// Push chars

for (int j = stringData[0]; j > 0; j--) {

emit(OpCode.cloadAI, arp, new Num(stringData[1] + j \* Machine.DEFAULT\_CHAR\_SIZE - 1), reg(ctx));

emit(OpCode.cpush, reg(ctx));

}

// Push size

emit(OpCode.loadI, new Num(stringData[0]), reg(ctx));

emit(OpCode.push, reg(ctx));

emit(OpCode.cout, new Str(ctx.expr(0).getText() + ": "));

storeString(ctx.expr(0), ctx, false, id, null);

} else {

emit(OpCode.out, new Str(ctx.expr(0).getText() + ": "), reg(ctx.expr(0)));

returnResult(ctx.expr(0), ctx, null, null);

}

}

return null;

}

@Override

public String visitReadExpr(ReadExprContext ctx) {

Type[] types = checkResult.getReadTypes(ctx);

for (int i = 0; i < ctx.ID().size(); i++) {

if (types[i].equals(Type.CHAR)) {

emit(OpCode.cin, new Str(ctx.ID(i).getText() + "? : "));

emit(OpCode.pop, reg(ctx));

emit(OpCode.cpop, reg(ctx));

emit(OpCode.cstoreAI, reg(ctx), arp, offset(ctx, ctx.ID(i).getText()));

} else if (types[i].equals(Type.STRING)) {

// Not supported by our memory/registry manager, too much

// work to edit it in properly

} else {

emit(OpCode.in, new Str(ctx.ID(i).getText() + "? : "), reg(ctx));

emit(OpCode.storeAI, reg(ctx), arp, offset(ctx, ctx.ID(i).getText()));

}

}

if (ctx.ID().size() == 1) {

return ctx.ID(0).getText();

}

return null;

}

@Override

public String visitMultExpr(MultExprContext ctx) {

String id1 = visitH(ctx.expr(0));

String id2 = visitH(ctx.expr(1));

if (id1 != null) {

typedLoad(ctx.expr(0), id1);

}

if (id2 != null) {

typedLoad(ctx.expr(1), id2);

}

if (ctx.multOp().getText().equals("\*")) {

// Times

emit(OpCode.mult, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

} else if (ctx.multOp().getText().equals("/")) {

// Division

emit(OpCode.div, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

} else {

// Modulo

String str1 = mM.getConstReg();

Reg r1 = new Reg(str1);

emit(OpCode.div, reg(ctx.expr(0)), reg(ctx.expr(1)), r1);

emit(OpCode.mult, r1, reg(ctx.expr(1)), r1);

emit(OpCode.sub, reg(ctx.expr(0)), r1, reg(ctx));

}

return null;

}

@Override

public String visitPlusExpr(PlusExprContext ctx) {

String id1 = visitH(ctx.expr(0));

String id2 = visitH(ctx.expr(1));

if (id1 != null) {

typedLoad(ctx.expr(0), id1);

}

if (id2 != null) {

typedLoad(ctx.expr(1), id2);

}

if (checkResult.getType(ctx).equals(Type.INT)) {

if (ctx.plusOp().getText().equals("+")) {

emit(OpCode.add, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

} else {

emit(OpCode.sub, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

}

} else {

// concat string+string or string+char

int[] stringData1 = mM.getSizeAndOffset(ctx.expr(0), id1);

int[] stringData2 = mM.getSizeAndOffset(ctx.expr(1), id2);

int offset = mM.getOffset(ctx, stringData1[0] + stringData2[0], null);

for (int i = 0; i < stringData1[0]; i += Machine.DEFAULT\_CHAR\_SIZE, offset += Machine.DEFAULT\_CHAR\_SIZE) {

emit(OpCode.cloadAI, arp, new Num(stringData1[1] + i), reg(ctx));

emit(OpCode.cstoreAI, reg(ctx), arp, new Num(offset));

}

for (int i = 0; i < stringData2[0]; i += Machine.DEFAULT\_CHAR\_SIZE, offset += Machine.DEFAULT\_CHAR\_SIZE) {

emit(OpCode.cloadAI, arp, new Num(stringData2[1] + i), reg(ctx));

emit(OpCode.cstoreAI, reg(ctx), arp, new Num(offset));

}

}

return null;

}

@Override

public String visitPrfExpr(PrfExprContext ctx) {

String id = visitH(ctx.expr());

if (id != null) {

typedLoad(ctx.expr(), id);

}

if (ctx.prfOp().getText().equals("-")) {

emit(OpCode.rsubI, reg(ctx.expr()), new Num(0), reg(ctx));

} else {

emit(OpCode.addI, reg(ctx.expr()), new Num(1), reg(ctx));

emit(OpCode.rsubI, reg(ctx), new Num(0), reg(ctx));

}

return null;

}

@Override

public String visitDeclExpr(DeclExprContext ctx) {

if (ctx.expr() != null) {

visitH(ctx.expr());

Type type = checkResult.getType(ctx);

if (type.equals(Type.CHAR)) {

emit(OpCode.cstoreAI, reg(ctx.expr()), arp, offset(ctx.ID(), ctx.ID().getText()));

} else if (type.equals(Type.STRING)) {

storeString(ctx.expr(), ctx, false, null, ctx.ID().getText());

} else {

emit(OpCode.storeAI, reg(ctx.expr()), arp, offset(ctx.ID(), ctx.ID().getText()));

}

}

return ctx.ID().getText();

}

@Override

public String visitWhileExpr(WhileExprContext ctx) {

emit(label(ctx), OpCode.nop);

visitH(ctx.expr(0));

Label endLabel = createLabel(ctx, "end");

emit(OpCode.cbr, reg(ctx.expr(0)), label(ctx.expr(1)), endLabel);

emit(label(ctx.expr(1)), OpCode.nop);

visitH(ctx.expr(1));

emit(OpCode.jumpI, label(ctx));

emit(endLabel, OpCode.nop);

return null;

}

@Override

public String visitAssExpr(AssExprContext ctx) {

String id = visitH(ctx.expr());

if (id != null) {

typedLoad(ctx.expr(), id);

}

if (checkResult.getType(ctx).equals(Type.CHAR)) {

emit(OpCode.cstoreAI, reg(ctx.expr()), this.arp, offset(ctx.target(), ctx.target().getText()));

} else if (checkResult.getType(ctx).equals(Type.STRING)) {

storeString(ctx.expr(), ctx, false, id, ctx.target().getText());

} else {

emit(OpCode.storeAI, reg(ctx.expr()), this.arp, offset(ctx.target(), ctx.target().getText()));

}

return ctx.target().getText();

}

@Override

public String visitBoolExpr(BoolExprContext ctx) {

String id1 = visitH(ctx.expr(0));

String id2 = visitH(ctx.expr(1));

if (id1 != null) {

typedLoad(ctx.expr(0), id1);

}

if (id2 != null) {

typedLoad(ctx.expr(1), id2);

}

if (ctx.boolOp().getText().contains("o") || ctx.boolOp().getText().contains("O")) {

emit(OpCode.or, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

} else {

emit(OpCode.and, reg(ctx.expr(0)), reg(ctx.expr(1)), reg(ctx));

}

return null;

}

// -----------Terminal expressions-----------

@Override

public String visitIdExpr(IdExprContext ctx) {

return ctx.ID().getText();

}

@Override

public String visitNumExpr(NumExprContext ctx) {

emit(OpCode.loadI, new Num(Integer.parseInt(ctx.NUM().getText())), reg(ctx));

return null;

}

@Override

public String visitCharExpr(CharExprContext ctx) {

int chara = (int) ctx.CHR().getText().charAt(1);

emit(OpCode.loadI, new Num(chara), reg(ctx));

emit(OpCode.i2c, reg(ctx), reg(ctx));

return null;

}

@Override

public String visitStringExpr(StringExprContext ctx) {

String str = ctx.STR().getText();

str = str.substring(1, str.length() - 1);

int offset = mM.getOffset(ctx, Machine.DEFAULT\_CHAR\_SIZE \* str.length(), null);

for (int i = 0; i < str.length(); i++) {

int chara = (int) str.charAt(i);

emit(OpCode.loadI, new Num(chara), reg(ctx));

emit(OpCode.i2c, reg(ctx), reg(ctx));

emit(OpCode.cstoreAI, reg(ctx), arp, new Num(offset + i \* Machine.DEFAULT\_CHAR\_SIZE));

}

return null;

}

@Override

public String visitTrueExpr(TrueExprContext ctx) {

emit(OpCode.loadI, TRUE\_VALUE, reg(ctx));

return null;

}

@Override

public String visitFalseExpr(FalseExprContext ctx) {

emit(OpCode.loadI, FALSE\_VALUE, reg(ctx));

return null;

}

}